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ABSTRACT

We investigate the effect a social network could have on voting outcomes. We consider a group of self-interested agents where each agent has a strict preference order over a set of outcomes. Each agent votes strategically, taking into consideration both her preferences, and her (limited) information about the preferences of other voters. We assume that the information the agent has comes from her friends in the social network and from a public opinion poll. If agents were not strategic at all, the social network (and the poll) would not matter, since they would just vote according to their preferences. However, if the agents deviate and vote strategically the network plays a great effect. To measure this effect, we focus on iterative voting with Plurality voting rule. We show, both in theory and in simulations, that for many networks, adding a linear number of edges can make any outcome the winner. We view our results as yet another indication to the effect that a central organizer, such as a company who controls social media, could have on our lives - by introducing us to certain people it can affect our information and our decisions.
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1.2.11 [Distributed Artificial Intelligence]: Multi-agent Systems
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1. INTRODUCTION

Voting systems have been used by people for centuries as tools for group decision-making in settings as diverse as politics [17] and entertainment [6]. More recently, computers have used voting and rank aggregation methods for applied tasks such as aggregating search results from the web [4]. In both cases, it is common that voters will exchange opinions before they take the decision on how they should vote. It is thus natural to model voting as a dynamic iterative process, where voters discuss and share information about themselves possibly over the course of several rounds, rather than as a one-shot game.

In recent years, social networks have surged in popularity. Social networks enable people to share information easily and interact with each other. It is thus crucial to understand the effect social networks could have on voting outcomes. Another very important source of information is public polls. Polls are very common in political environments, as they provide a representative sample of the electorate and can thus cause some voters to change their vote.

As an example, consider the first state in the nominations race for the Democratic (Republican) party. In this setting, there are several contenders, and a population of voters (members of the party) who need to choose their candidates. Before election day, there are usually polls, but voters also talk among themselves or via social networks, to know the status. Finally, if a voter thinks that two candidates have a high chance of winning, she may vote for one of them and not for her true favorite candidate (indeed we witness candidates leaving the race at some point). Note that the population of voters is much larger than the size of the poll.

In this paper we study the effect a social network could have on voting outcomes, and whether a central organizer can utilize this effect to its advantage. To do this, we consider a simple model, in which there are \( n \) voters who wish to choose one of \( m \) candidates, using the Plurality rule. Each voter has her own preferences, and the voters are connected in a social network. In addition, there is a poll, which is public information. We use the model of iterative voting, which proceeds by rounds. At the beginning of every round, each voter learns what her neighbors planned to vote in the previous round. Then she either keeps her previous planned vote, or changes it. A voter changes her vote, only if she believes that she can affect the election outcomes, after taking into account both the votes of her friends and the poll. At some later point in time, a ballot is cast, and the winner is decided. Note that the network structure has no effect on the preference of the voters, who are self-interested.

To understand the power of the social network, we show that under very general conditions, small changes in the network, can lead to dramatic changes in the identity of the winner. To do this, we show a polynomial time algorithm which takes a candidate \( \omega \) and makes it the winner, by only adding a linear number of edges. Our algorithm only requires that:

- The fraction of the population who do not consider \( \omega \) to be the last on their preference list is greater than \( 1/m \).
- Each candidate has a minimal number of voters who support it, where this number is independent of the size of the network.

Our algorithm still succeeds in making \( \omega \) the winner even if the poll is adversarial, i.e., it is constructed in such a way that makes it harder for \( \omega \) to become a winner. Moreover, the poll can be chosen...
in an adversarial manner after the algorithm acts, and still \( \omega \) would win (we will then need an upper bound on the size of the poll and a sub-linear number of voters that support every candidate). In addition, the algorithm does not know exactly when the ballot will be cast. To do this, it succeeds in a harder task, of stabilizing the network such that no voter would like to change her vote, given the local information she has. Finally, the initial network is almost adversarial. We only require that most nodes have a bounded degree, local information she has. Finally, the initial network is almost adversarial. We only require that most nodes have a bounded degree, and that for each candidate \( v \), there is no single voter who is connected to most of the supporters of \( v \). In particular, if no voter is connected to \( \omega \) of the population, and every candidate has \( O(n) \) supporters, the latter condition holds.

The consequence that even small changes in the network can lead to dramatic changes in the election outcome leads to an inevitable result. Using the proposed algorithm, a central election organizer that has access to the preferences of all the voters can easily (in polynomial time) adapt the network to its advantage. However, such an organizer will still be restricted by the number of edges that it is able to add to the social network. We thus present a greedy heuristic, which is based on our algorithm, that aims at making a desirable candidate \( \omega \) the winner while minimizing the number of edges that are added to the network, and the number of voters who are involved in this adaptation of the network. The obvious trade-off is that there is no guarantee that the heuristic will find the desired way to adapt the network in some instances, even if it is possible. However, using extensive simulations on generated and real profiles and with real networks, we found that our heuristic always succeeds in finding a relatively small number of edges to add to the network that makes a candidate \( \omega \) the winner.

We would like to emphasize that in this paper we do not assume that the voter is similar to her neighbors, or that her true opinion is dependent on the opinions or actions of her neighbors. Indeed, since the social network affects the votes by simply spreading information, our results apply to any communication network that dissipates information between agents. In particular, taking the “Voting on a Meeting Time” example [5], in which agents use an iterative voting procedure to agree on a meeting time, these results imply that the communication network could have a profound effect on the outcome.

2. RELATED WORK

We study elections under the framework of iterative voting that has been the subject of numerous studies in recent years. Meir et al. [15] studied iterative voting for the Plurality rule, and additional rules were studied by Lev et al. [12]. Since they show that the iterative version of many voting rules does not converge, the works of [9] and [16] considered restrictions on the way the voters are allowed to update their votes. Further work studies the strategies actually used by people in an iterative voting process [20]. All of these works assume that voters receive at least some information regarding the true preferences and the votes of all the other voters in every round, while we assume that the voters belong to a social network and are able to see only the votes of their friends. A recent work [14] assumed that voters receive even less than that. Namely, they only have an estimated, uncertain view of the electorate. They thus proposed a simple behavioral heuristic, which guarantees convergence of the iterative process. A model of knowledge very similar to ours was proposed by Chopra et al. [3] (but with directed graph). However, they neither define how the voters adapt their votes given their knowledge, nor do they analyze any computational consideration.

There are several studies that analyze the influence of friends in social networks in the framework of iterative voting. In the model presented in [10] the voters are cooperative and try to maximize the group’s overall benefits. In [8], [1] and in [13] the sincere preferences of the voters are influenced by the votes of their friends, i.e., it is possible that a voter will have such a utility function that she will prefer to vote for her least preferred candidate, to comply with the votes of her friends. Their motivation is that people care about their “public image” as determined by their votes and the socially accepted outcome (the chosen winner). In our work, voters are self-interested, and they thus may change their voting strategy, but not their own true preferences. Therefore, in our model a voter will never vote for her least preferred candidate.

One consequence of our analysis is that a central election organizer that has access to the preferences of all the voters can easily adapt the network to its advantage. The work of [21] proposed an epistemic knowledge based framework for strategic voting, and discussed the modeling of a central authority that can try to change the election outcome by revealing information. In a different domain, the work of [19] considers the setting of a central organizer that can add edges to a network in order to affect the outcome of a coalition game. We note that even though it is commonly assumed that an election manipulator has full information on the electorate (see [23], [22] and [11] for example), this assumption is even more reasonable in our setting, since current social networks try to learn the preferences of their users. For example, Facebook succeeded in adding new edges to the network with their friends suggestions that are based on the users preferences [18, 2].

3. PRELIMINARIES AND DEFINITIONS

We have a set of candidates (also referred to as alternatives) \( C = \{c_1, \ldots, c_m\} \) of size \( m \) and a set of voters \( V = \{v_1, \ldots, v_n\} \) of size \( n \). Each voter \( v \) has a preference order (i.e., a ranking) over \( C \), which we denote \( \succ v \). We state that voter \( v \) dislikes candidate \( c \) if \( v \succ c \) last in \( \succ v \). At an election, each voter submits a preference order \( bl_v \), which does not necessarily coincide with \( \succ v \). We refer to \( bl_v \) as the vote or ballot of voter \( v \). The vector \( B = (bl_1, \ldots, bl_n) \) is called a preference profile. A voting rule \( \mathcal{F} \) is a mapping from the set of all preference profiles to the set of candidates. In this paper, the voting rule \( \mathcal{F} \) is taken to be the Plurality rule, where each voter assigns a score of one to the candidate that is ranked first in \( bl_v \), and a score of zero to all the other candidates. We will also assert that voter \( v \) votes for candidate \( c \) if \( v \) ranks \( c \) first in \( bl_v \). The score of candidate \( c \in C \) under Plurality is denoted \( s^*_v \), and it is simply the number of voters that vote for \( c \). The winner of the election is selected from the candidates with the highest score using a tie-breaking rule. To simplify the analysis, we assume that the tie-breaking rule is lexicographic, i.e., given a set of tied candidates, it selects one that is maximal with respect to a fixed ordering.

We study elections under the framework of iterative voting, which proceeds by rounds. As in regular elections, the voters express their true preferences in the first round. In the next round all the voters are allowed to change their votes (simultaneously) if they believe that by doing so the result will change in their favor (we will formally define it latter). The process repeats until it eventually reaches a convergence state, i.e., a profile where no single voter believes that she can get a better result by changing her vote, and then the ballot is cast and a winner is announced. Unlike previous work, we do not assume that the voters receive any global information from the election organizer on the votes of the electorate. Instead, each voter is acquainted with the votes of her friends and with the result of an initial opinion poll.

Let \( G = (V, E) \) be an undirected graph (without self-loops) representing the relations between voters. Each voter \( v \in V \) is familiar with the voters in her neighborhood, \( N_v = \{ u | (v, u) \in E \} \), and thus it is assumed that \( v \) will know their votes at the end of each round of
the election process. Let \( n_v^c(r) \) be the number of neighbors of voter \( v \) in \( G \) that vote for candidate \( c \) in round \( r \). We denote the degree of \( v \) in \( G \), that is \( |N_v| \), by \( d_v \). In our algorithm we will use a bound, denoted by \( d \), on the degree of the voters. We will thus say that \( v \) is a bounded degree voter if \( d_v \leq d \). Otherwise, \( v \) is an unbounded degree voter.

In addition, there is a poll that is conducted before the election starts. Let \( s_{\text{poll}}^c \) be the score candidate \( c \) receives in the poll, let \( \max \Delta \) be the difference between the maximum and minimum scores of the candidates in the poll, and let \( s_{\text{poll}} = \sum_{c \in C} s_{\text{poll}}^c \) be the size of the poll. We assume that after the first round of the election all the voters are informed of the poll results, which together with the votes of their friends composes the voters point of view on the possible election outcome. We use \( s_v^c(r) \) to denote the score of candidate \( c \) according to voter \( v \)’s perspective in round \( r \), which is \( s_v^c(r) = s_{\text{poll}}^c + n_v^c(r) \). Therefore, at each round, each voter \( v \) computes its \( s_v^c(r) \) for each candidate \( c \) and then the identity of the winner, denoted by \( c_v^\text{win} \). If there is a candidate \( \omega \) such that \( \omega \succ_v c_v^\text{win} \) and \( v \) is able to change her vote in any way such that \( \omega \) will win in the next round, then \( v \) will do so (if there is more than one such candidate then \( v \) will select the most preferred candidate). We state that voter \( v \) supports candidate \( c \) from round \( r \), if there is an index \( r > 0 \), such that for every round \( r' \geq r \), \( v \) votes for \( c \). If a voter supports a candidate from the first round, this voter is considered a supporter.

We allow our algorithm to make an acquaintance between any two of the voters, which will create a new link between the two voters in the social networks. However, the links are added only once and before the election process starts. All the voters are assumed to vote according to their true preferences in round 1, the added edges may affect the voters only from round 2 and on. A pictorial representation of the iterative process and of when information becomes available is depicted in Figure 1.

\[\begin{align*}
\text{Pre-election: Organizer} & \quad \rightarrow \quad \text{Observe poll} & \quad \rightarrow \quad \text{Introduce people} \\
\text{Election: Voters} & \quad \rightarrow \quad \text{Round 1: Truthful vote} & \quad \rightarrow \quad \text{Observe neighbors} & \quad \rightarrow \quad \text{Round i(>1): Best response} & \quad \rightarrow \quad \text{Convergence?} & \quad \rightarrow \quad \text{Cast ballot}
\end{align*}\]

Figure 1: The iterative process flow chart

Let \( G' = (V, E') \) be the new social network after the addition of the edges to \( G \). To simplify notations, hereafter we use \( n_v^c(r) \) to denote the number of neighbors of voter \( v \) in \( G' \) (not in \( G \)) that vote for candidate \( c \) in round \( r \), and \( n_v^c(0) \) denotes the number of neighbors of voter \( v \) in \( G \), which rank \( c \) first in their true preference order. We are now ready to define our basic problem.

**Definition 1.** *In the influence problem we are given a set \( C \) of candidates, a set \( V \) of voters specified via their preferences, a voting rule \( F \), a social network \( G \), poll results for each \( c \in C \), and one specific candidate \( \omega \). We are asked to find a set of edges that will be added to \( G \), such that \( \omega \) will be the winner of the iterative process.*

We will also consider the case in which the poll is given to the voters but not to the algorithm or central organizer, and we call this setting an unknown poll.

**4. KNOWN POLL**

We start by establishing two lemmas, which serve as basic building blocks for our algorithm. In the first lemma we show how (and when) it is possible to make a voter vote for a specific candidate. The idea is quite intuitive: if we would like to cause a voter \( v \) to vote for candidate \( \omega \) and \( v \) dislikes candidate \( a \), we can connect \( v \) to many supporters of \( a \) and \( \omega \) that will (falsely) make \( v \) believe that \( a \) will win unless \( v \) will change her vote to \( \omega \).

**Lemma 1.** *Given a desired candidate \( \omega \) and a voter \( v \) such that \( v \) does not vote for \( \omega \) in round 1, it is possible to influence \( v \) such that \( v \) will support \( \omega \) from round 2 if:
1. \( v \) dislikes \( a \in C \), \( a \neq \omega \).
2. For each candidate \( \ell \in \{\omega, a\} \) there are at least \( k \) supporters of \( \ell \), \( k = 2(\max \Delta + d_v + 1) \).

**Proof.** Let \( \alpha > 0 \) if \( a > \omega \) in the lexicographic tie-breaking rule and 1 otherwise, and let \( \delta^{\omega} = \alpha^{\omega} - (s_{\text{poll}}^\omega + n_v^\omega(0)) - \alpha \). If \( \delta^{\omega} > 0 \), the organizer connects \( v \) to \( \delta^{\omega} \) supporters of \( \omega \). Otherwise, the organizer connects \( v \) to \( |\delta^{\omega}| \) supporters of \( a \). In addition, the organizer connects \( v \) to \( \max \Delta + d_v + 1 \) supporters of \( a \) and \( \max \Delta + d_v + 1 \) supporters of \( \omega \). Thus, \( v \)’s perspective after round 1 is that \( a \) will win the election, if \( \omega \) gets one more vote it will win the election, and both \( a \) and \( \omega \) have a score that is greater than the score of any other candidate. Since \( \omega \succ_v a \), \( v \) will vote for \( \omega \) in round 2. In addition, even if all the voters from \( N_v \), change their vote in the next rounds the scores of any candidate \( c \in C \backslash \{a, \omega\} \) will not reach the scores of \( a \) or \( \omega \) according to \( v \)’s belief. Thus, \( v \) will not change her vote from round 2 on. We required that \( k = 2(\max \Delta + d_v + 1) \) to ensure that there are sufficient supporters of \( a \) and \( \omega \).

We note that some of the edges that we would like to add to \( v \) may already be in the original network \( G \). Our construction still works, and we only need to treat these edges as ones that belong to \( G' \) and update the \( n_v^c(0) \) values for the relevant candidates \( c \in C \). This principle is true for all our proofs, unless we explicitly state otherwise.

The next lemma claims that we can influence a voter to keep her current vote, without adding too many edges. This will be useful later, to ensure that a voter who has a very high degree in \( G \), i.e., an unbounded degree voter, will not change her vote. The idea of our proof is to ensure that the influenced voter will not see any tie between any two candidates, in any round. However, this is not trivial, since breaking a tie between two candidates in a given round might create a new tie between two other candidates in a different round.

**Lemma 2.** *Given a voter \( v \), it is possible to influence \( v \) so that \( v \) will be a supporter if:
1. For every \( u \in N_v \), \( u \) changes her vote in at most \( R \) rounds.
2. For every \( u \in N_v \), \( v \) is familiar with the votes of \( u \) until the round where \( u \) starts to support a specific candidate.
3. For each candidate \( \ell \) there are at least \( k \) supporters of \( \ell \), \( k = 3(\max \Delta + 1)(R + 1) \), that are not connected to \( v \) in \( G \).

**Proof.** We use \( S^c \) to denote a set of supporters of candidate \( c \). Now, consider Algorithm 1. The algorithm first computes the difference in the scores of the first two candidates \( c_1 \) and \( c_2 \) (according to \( v \)’s perspective), denoted by \( \delta \), in the first round and in all the \( R \) rounds (Lines 5-9). If at least one of the \( \delta \)’s is zero, one or minus one (i.e., there is at least one round where a tie is possible), there is a need to shift all the \( \delta \)’s by one and check again. This shift corresponds to adding an edge between \( S^{c_2} \) and \( v \) that will increase the score of \( c_2 \) by one. This process repeats until the algorithm finds a shift where there is no possibility for any tie (Lines 10-14). Since there are at most \( R + 1 \) different \( \delta \)’s, according to pigeonhole principle the algorithm is guaranteed to find such a shift in at most \( 3(R + 1) \) steps. The first iteration ends when the algorithm adds the links from \( S^{c_2} \) and updates the scores accordingly (Lines 15-16). In the next iteration the algorithm computes the difference in the scores of \( c_1 \) and \( c_2 \) and the difference in the scores of \( c_2 \) and \( c_3 \). There are at most 2\((R+1)\) such numbers, thus the algorithm is
guaranteed to find a suitable shift, adding at most 6(R+1) edges, to increase the score of c3 so that there will not be any tie. The next iteration handles the differences in the scores between the first three candidates and the forth candidate, and so on. Overall, the maximum shift is 3(m-1)(R+1) and thus the algorithm needs at most this number of supporters for each candidate.

Algorithm 1 Make-Supporter

Require: a specific voter, v ∈ V

1) for each ℓ ∈ C, Sℓ := a set of k supporters of ℓ that are not connected to v
2) R ← the indexes of the R rounds
3) insert 1 into R
4) for i = 2 to m do
5) Δ ← 0
6) for j = 1 to i − 1 do
7) for all ℓ ∈ R do
8) δ ← sℓ(r) − sr(ℓ)
9) insert δ to Δ
10) sh ← 0
11) while ∃b ∈ Δ, |b| < 2 do
12) sh ← sh + 1
13) for all ℓ ∈ Δ do
14) δ ← δ + 1
15) connect sh voters from Sℓ to v
16) update sℓ(v) for all ℓ ∈ R

We are now ready to solve the Influence problem. Our algorithm (Algorithm 2) handles several types of voters. The first set of voters includes those that we ensure will be supporters (by creating a clique among them). We use the supporters to affect the rest of the voters, whom we call affected voters. Let n′ be the number of affected voters. We divide the affected voters into four groups. The first group of voters consists of bounded degree voters who vote for ω in the first round, and we call them type I voters. We simply connect them to a sufficient number of supporters who make them keep their votes. The second and third groups consist of bounded degree voters whose most preferred candidate is not ω. In one group, which we call type II voters, there are voters who do not dislike ω, and we thus use Lemma 1 to make them support ω from round 2. In the other group, which we call type III voters, there are voters who dislike ω, and we thus use Lemma 1 to distribute their votes as uniform as possible among the (m-1) candidates other than ω. In the last group of voters, which we call type IV voters, there are unbounded degree voters. We use Lemma 2 to ensure that they will not change their votes, and we will thus be able to reach a stable state. Overall, our algorithm guarantees that the election will converge in the third round, and the winner will be ω. That is:

**Theorem 3.** Let d be a natural number, z=max(6(m-1),2(max Δ+d+1)), and n′=m·zn′. INFLUENCE can be solved in polynomial time if:

1. There is at least a fraction p of affected voters with a degree of at most m, where 1−2max Δ−p<m.
2. There is at least a fraction p of voters who dislike ω, where pω=max(1/m, (1-p)).
3. For each candidate ℓ there are at least zn′ voters with a degree of at most m, who vote for ℓ in the first round. In addition, at least a fraction d of these voters do not have any voter v in their neighborhood with dv>d.

**Proof.** We use Algorithm 2, which guarantees that the election converges in the third round, and the winner is ω. To prove correctness we first need to show that no voter has an incentive to change her vote after round 2. Assume that all the voters from S are supporters. Then, for every voter v that is a type I voter, sℓ(r) > sr(ℓ) for every candidate ℓ ∈ C \ {ω}, and for every round r, since v is connected to z/2 supporters of ω. That is, v believes that ω will win the election no matter how the voters in her neighborhood shall vote, and thus v will not have an incentive to change her vote. Every voter v that is a type II or type III voter will change her vote in round 2 to ω or a, respectively, according to Lemma 1, which we can use since all the voters from S are supporters. Lemma 1 also guarantees that v will not change her vote in the next rounds. In addition, every voter v that is a type IV voter will be a supporter according to Lemma 2, which we can use since if v votes for c, all the voters from S(c,v) are supporters that are not connected to v, and any other voter in G will change her vote in at most one round (i.e., type II or type III voters, in round 2). We now show that all the voters from S are indeed supporters.

Note that each voter v ∈ S′(ω,v) is connected to at least z voters who will vote for ω, and to at most d other voters. Therefore, v will not have an incentive to change her vote. Each voter v ∈ S′(i,j) is connected to at least z voters who will vote for i, and to possibly many voters who will vote for j in round 1 and for j in round 2. Since the sets S′(i,j) are pairwise disjoint, v is not connected to any other voter except to at most d voters from Nv, which effectively do not have any impact on v’s vote. Therefore, after round 1 there is no candidate c ∈ C \ {i, j} that will reach the score of ℓ or i according to v’s belief. Even if v believes that there is a tie between ℓ and i, v cannot affect the election outcome and thus v will not have an incentive to change her vote after round 1. Using a similar argument for round 2 and candidates ℓ and j we conclude that v will not have an incentive to change her vote in any round. Finally, each voter v ∈ S′(i,j) is connected to z voters that will vote for ℓ and to at most 2max Δ type IV voters that do not change their votes. Therefore, v will not have an incentive to change her vote. Thus every v ∈ S is a supporter.

It remains to show that ω will win the election after round 2. The set of supporters S gives the same number of points for each candidate, and we thus need to consider only the set of affected voters. We require that there is at least a fraction pω of type I and II voters, and Algorithm 2 ensures that they support ω from round 2. There is at most a fraction 1-p of type IV voters that are supporters, and they may vote for candidates other than ω. In addition, there is at most a fraction pω of type III voters, and Algorithm 2 distributes their votes as uniform as possible among the (m-1) candidates other than ω, given the votes already casted by the type IV voters. Clearly, each candidate c ∈ C \ {ω} will get at most a fraction (pω·ω)+(1-p) of votes, if there are enough votes to distribute, or (1-p) otherwise. Therefore, if pω > (pω·ω)+(1-p) and pω > (1-p), that is pω > max(1/m, (1-p)), as we required, then ω will win the election.

We now discuss some lower bounds for the effect of the network, explaining why the conditions required by the algorithm are almost tight. We required that at most 1/m of the voters dislike ω. Indeed, since no voter can ever be made to vote for a candidate she dislikes (no matter what her friends do), if the fraction of voters who do not dislike ω is less than 1/m, then ω will never win. Now, consider the case in which everybody’s first preference is a, and everyone’s second preference is ω. No algorithm can convince any voter to vote for ω, since starting from the first round, every voter would only see other voters voting for a. Hence, we require that every candidate has some supporters. In this work we assume that the number of voters go to infinity, but that most nodes have a constant degree, and that the number of candidates and size of the poll are constant. Hence, we only tried to show that we need that each candidate has a constant number of supporters, without actually trying to optimize the constant. We leave this refinement for future work.
Algorithm 2 Influence (known poll)

1: for all $\ell, i, j \in C$ do
2: $S^\ell_{(i,j)} \leftarrow$ a set of $z$ voters who vote for $\ell$ in round 1, where $\forall v \in S^\ell_{(i,j)}, d_i \leq d$
3: create a clique between the voters in $S^\ell_{(i,j)}$
4: ensure that the sets $S^\ell_{(i,j)}$ are pairwise disjoint
5: define $S = \text{all the voters in the sets } S^\ell_{(i,j)}$
6: for all $c \in C$, initialize $s_{\text{curr}} \leftarrow S^c_{\text{with}}$
7: for all $v \in V \setminus S$, where $d_v \leq d$ do
8: if $v$ vote for $\omega$ in round 1 then
9: connect $v$ to $\frac{z}{2}$ voters from $S^\omega_{(\omega,\omega)}$ (type I voters)
10: else
11: define $c$ as the candidate that $v$ votes for in round 1
12: $s_{\text{curr}} \leftarrow s_{\text{curr}} - 1$
13: if $v$ does not dislike $\omega$ then
14: define $a$ as the candidate that $v$ dislikes
15: make $v$ vote for $\omega$ in round 2, using $S^\omega_{(\omega,\omega)}$ and $S^a_{(c,\omega)}$ and the construction of Lemma 2 (type II voters)
16: else
17: define $a = \text{argmin}_{c \in C(\omega)}(S^a_{(\omega,\omega)})$
18: make $v$ vote for $a$ in round 2, using $S^a_{(c,\omega)}$ and $S^a_{(c,a)}$ and the construction of Lemma 1 (type III voters)
19: $s^a_{\text{curr}} \leftarrow s^a_{\text{curr}} + 1$
20: for all $v \in V$, where $d_v > d$ do
21: define $c$ as the candidate that $v$ votes for in round 1
22: make $v$ a supporter, using $S^c_{(c,\omega)}$ for all $\ell \in C$ that are not connected to $v$, and Lemma 2 (type IV voters)

How many edges should the algorithm add? If the difference between the current winner $a$ and $\omega$ is $k$, then clearly the algorithm needs to convince at least $h/k$ voters to change their vote, and hence it must add at least $\Omega(k)$ edges. We show that the algorithm adds $O(k)$ edges, where again the constant could depend on degree bounds, on the number of alternatives and on the size of the poll. Again we leave the problem of optimizing the exact number of edges for future work.

5. UNKNOWN POLL

To us, the most surprising result is that the network effect is so strong, that any candidate $\omega$ can be made to win regardless of the results of the poll. Consider some voter $v$, whose most preferred candidate is $a$, and whose least preferred candidate is $b$. Suppose that $b \succ \omega$ by the tie-breaking rule. To make $v$ vote for $\omega$, one could try to create a vicinity for $v$, in which $\omega$ and $b$ are tied. In this case, $v$ would react to the environment, and vote for $\omega$. However, if in the poll $\omega$ has any advantage over $b$ (or vice versa), then $v$ would not change her vote, and would continue to vote for $a$. Of course, if the algorithm knew that $\omega$ would beat $b$ by 5 votes, it could easily add 5 more edges for $b$ and create a tie. The problem is that to change the vote of $v$, the algorithm has to know whether $b$ or $\omega$ will lead in the poll and by how much. This is impossible with an unknown, let alone adversarial poll.

Suppose that the size of the poll is at most $s$. One can try to mitigate the adversarial poll by dividing all the voters who dislike $b$ into $2s+1$ disjoint sets. In set $i$, the algorithm would assume that the difference in the poll between $\omega$ and $b$ is exactly $i$, and act accordingly. This approach fails, since it only grants $\omega$ a fraction $1/(2s+1)$ of the extra votes, which could be very little.

To mitigate the adversarial poll, we create $2s+1$ small gadgets, where in gadget $i$ some voter $v$ would change her mind if the difference in the poll between $\omega$ and $b$ is exactly $i$. We then connect these small gadgets together, to create a cascading effect, which would make most voters vote for $\omega$ for any result of the poll. The challenge here is that different voters dislike different candidates, and we need to be concerned with the effects our cascade networks have on each other and on the high degree vertices. The building of these gadgets is formally described in the proof of the following lemma, which is the unknown poll version of Lemma 1.

**Lemma 4.** Let $d$ and $t$ be natural numbers. Given a desired candidate $\omega$ and a voter $v$ such that $v$ does not vote for $\omega$ in round 1, it is possible to influence $v$ so that $v$ will support $\omega$ from round $r$, $2s+1+2 \geq r \geq 2s+2$, even in the unknown poll setting, if:

1. $v$ dislikes $a \in C, a \neq \omega$, and $d_v \leq d$.
2. Every $u \in N_v$ does not change her vote at least round $2s+1+2$.
3. For each candidate $\ell \in \{a, \omega\}$ there are at least $k$ supporters of $\ell, k=2(s+d+1)+(s+t)$.
4. There are at least $k'$ voters (other than $v$) with a degree of at most $d$ who do not vote for $\omega$ in round 1 and dislike $a$, $k'=2s+t$, and their neighbors do not change their vote at least until round $2s+t+2$.

**Proof.** Let $B^a$ and $D^a$ be two sets of voters with a degree of at most $d$ who do not vote for $\omega$ in round 1 and dislike $a$, where $B^a = \{b_1, \ldots, b_{2s+1}\}$ and $D^a = \{d_1, \ldots, d_t\}$. Let $\exists \{v\} \cup B^a \cup D^a$. We call the voters from $B^a$ balancers, since the organizer uses them to cancel out the effect of the poll scores. We call the voters from $D^a$ delayers, since the organizer uses them to delay the round where $v$ changes her vote. The organizer creates a clique between all the voters from $I$, and connects them to $s+k$ supporters of $a$. Let $\delta = s_{\text{poll}}+s_{\text{polld}}+s_{\text{polld}}$. According to the construction till now, for each $u \in I$ we can write that $s_{\text{poll}}^{a'}=s_{\text{polld}}^{a'}=\delta$, and the organizer can thus assign each possible value of $\delta$ (except for the value $t$) to a voter from $B^a$, and each value from $\{1, \ldots, t\}$ to a voter from $D^a$. That is, using Lemma 1 the organizer connects each voter $b_i \in B^a$ to supporters of $a$ and $\omega$, who will make $b_i$ vote for $\omega$ if $\delta = i$. Similarly, the organizer connects each voter $d_i \in D^a$ to supporters of $a$ and $\omega$, who will make $d_i$ vote for $\omega$ if $\delta = i$. Finally, the organizer connects $v$ to supporters of $a$ and $\omega$, who will make $v$ vote for $\omega$ if $\delta = 0$.

Now, all the voters vote with their true preferences in round 1. If $i=0$ and $s_{\text{polld}}^{a'}-s_{\text{polld}}^{a'}=s$ then $\delta = 0$ and $v$ will change her vote to $\omega$ in round 2. If $i > 0$ but still $s_{\text{polld}}^{a'}-s_{\text{polld}}^{a'}=s$ then $\delta = i$ and $d_i$ will change her vote in round 2. Since there is an edge between $d_i$ and $d_{i-1}$, $d_{i-1}$ will change her vote to $\omega$ in round 3. Overall, all the voters in $D^a$ will change their votes to $\omega$ one after the other, which will cause $v$ to vote for $\omega$ in round $t+2$. If $s_{\text{polld}}^{a'}-s_{\text{polld}}^{a'} \geq s$ then $\delta = 1$ and there is exactly one voter, $b_{s+t}$, that will change her vote to $\omega$ in round 2. This will cause all the voters from $\{b_1, \ldots, b_{s+t}\}$ and then the voters from $D^a$ to change their vote to $\omega$ one after the other, which will result in $v$ changing her votes to $\omega$ in round $t+2$. Since the voters from $I$ will change their votes in a row, we call this construction a chain and we call the rounds in which they change their vote the propagation of the chain. Note that we required that every voter $u'$ that is a neighbor of a voter $u \in I$ does not change her vote until round $2s+t+2$, since the organizer uses the construction of Lemma 1 and its thus needs to know the exact values of $\delta$ and $\delta'$. Due to Lemma 1, all the voters from $I$ will not be affected by their neighbors in $G$, and all their new neighbors in $G'$ will only increase the score of $\omega$. Therefore, every such voter that will change her vote to $\omega$ will not have an incentive to stop supporting $\omega$.

We will also need to make a specific voter $v$ a supporter, and we thus need to adjust Lemma 2 for the unknown poll setting. The number of supporters will now depend on the poll size:

**Corollary 5.** Lemma 2 holds for the unknown poll setting with $k=(2s+1)(m-1)(R+1)$.
Proof. It is required that \( v \) not see any tie between any two candidates \( i \) and \( j \), for each possible values of \( s_{i, m}^p \) and \( s_{j, m}^p \). Clearly, we can use Algorithm 1 but replace any \( s_{i, m}^p \) with \( s_{v, m}^p \). In addition, we will need to change the condition in Line 11 to \( |\delta| < s \), which will increase the maximum shift to \((2s+1)(m-1)(R+1)\). □

We are now ready to solve the influence problem under the unknown poll setting. We use Algorithm 3, which is a variation of Algorithm 2 with the following changes. First, note that the algorithm uses a bijection \( f \), which takes three indexes of candidates as arguments. Therefore, the algorithm refers to all the candidates by their indexes and uses \( c_\omega \) to denote the desired candidate. Now, instead of using Lemma 2 for influencing type IV voters the algorithm uses Corollary 5. Instead of using Lemma 1 for influencing type II and type III voters the algorithm uses Lemma 4. However, the chain in the proof of Lemma 4 is designed to affect a single voter. In order to affect \( O(n) \) voters, the algorithm creates a set of \( \sqrt{n} \) chains, denoted SOC, and connects at most \( \sqrt{n} \) type II or type III voters to each chain in a SOC. Each chain uses its own sets of balancers and delayers, but all the chains in a SOC use the same sets of supporters and the same number of delayers, which is determined by the bijection \( f \). In addition, the algorithm connects each balancer and delayer to \( \sqrt{n} \) supporters, to cancel any possible impact of the type II or type III voters on the balancers and delayers. Overall, for each \( c_\omega \), the algorithm creates a SOC that is connected to every type II or type III voter who dislikes \( c_\omega \) and currently votes for \( c_\omega \), in order to change her vote to \( c_\omega \). Finally, a new type of voters is defined, type V voters. A voter \( v \) is a type V voter if she is in the neighborhood of a balancer or a delayer, \( v \) is a bounded degree voter, and \( v \) is not already a supporter. Similarly to the type I voters, the algorithm makes every type V voter a supporter by connecting her to a sufficient number of supporters. Overall, we get the same result as with the known poll setting, but with less voters who we are able to affect and more edges that we need to add. Thus:

**Theorem 6.** Let \( d \) be a natural number, \( z_i = s + d + 1 \), \( z_{B,D} = m^3(\sqrt{n}(2s+m-1)/2) \), \( R = m^3 + z_{B,D}/\sqrt{n} \), \( z_{ub} = \max(2s+1)(m-1)(R+1), s+d+1) \), \( f(\ell, i, j) = m^3(ℓ-1)+m(i-1)+j-1 \), and \( n' = m - (z_{ub} m^2 + (d+2) z_{B,D} + 2m^3(d+1)) \). Influence with unknown poll can be solved in polynomial time if:

1. For each \( c_\omega \), there are \( k \) voters with a degree of at most \( d \) who vote for \( c_\omega \) in the first round, and \( k \) voters with a degree of at most \( d \) who vote for \( c_\omega \) in the first round, \( k = \sqrt{n}(2s+f(\ell, i, j))(s+1) + (d+1) \).
2. For each \( c_\omega \), there are \( z_{ub} m^3 \) voters with a degree of at most \( d \), who vote for \( c_\omega \) in the first round and do not have any voter \( v \) in their neighborhood with \( d > d \).
3. For each \( c_\omega \), there are \( \sqrt{n} m f(\ell, i, j)(s+1) \) voters with a degree of at most \( d \) who dislike \( c_\omega \).
4. There are no overlaps between the conditions above, i.e., even if a voter meets more than one of the conditions she will only be included in one condition.
5. There is at least a fraction \( p \) of affected voters with a degree of at most \( d \) where \( 1 - \frac{1}{m^2} < p \leq 1 \).
6. There is at least a fraction \( p_\omega \) of affected voters with a degree of at most \( d \) who do not dislike \( \omega \), where \( p_\omega \geq \max(1 - \frac{1}{m} + 2m^2 \sqrt{n}/m' + (1-p) + \frac{2d + 2m^3}{n'}) \).

Proof. We use Algorithm 3. To prove correctness, suppose that all the voters in \( S \) are supporters. Clearly, all the type I and type V voters will be supporters. According to Corollary 5 the all type IV voters will also be supporters. For using Lemma 4 we need to ensure that the neighbors of the balancers and delayers and of the type II or type III voters will not change their vote until the propagation will end. Indeed, all the neighbors of the balancers and delayers are either type IV voters, type V voters, or voters in \( S \). In addition, the assignment of delayers by \( f \) guarantees that all the type II or type III voters from the same SOC will change their vote in the same round, while all the type II or type III voters from different SOCs will change their vote in different rounds. Therefore, all the requirements of Lemma 4 are met and the type II and type III voters will change their vote to \( c_\omega \) and \( c_\omega \), respectively. Lemma 4 also guarantees that the type II and type III voters, and all the balancers and delayers, will not change their vote in any subsequent round. We now show that all the voters from \( S \) are indeed supporters.

Given a SOC with the chains \( C_{(i,j)}[\ell] \), where \( h = f(\ell, i, j) \), each voter \( v \in \mathcal{S}(\ell)[h] \) is connected to at least \( \sqrt{n}(2s+h(s+1)) + (d+1) \) voters who will vote for \( c_\omega \). Therefore, the \( d \) voters from \( N_v \) and the \( \sqrt{n}(2s+h(s+1)) \) balancers and delayers of the chains will not have any impact on \( v \)'s vote. \( v \) is also connected to the possibly many affected voters of the chain, who will vote for \( c_\omega \) over the course of several rounds and then will switch to \( c_\omega \). Since \( v \) is not connected to any other voter, \( v \) will not have an incentive to change her vote in any round. Using similar argument we conclude that each voter \( v \in \mathcal{S}(\ell)[h] \) will also not have an incentive to change her vote in any round. Finally, each voter \( v \in \mathcal{S}(\ell)[i] \) is connected to \( z_{ub} \) voters who vote for \( c_\omega \) to possibly several type I or type V voters who also vote for \( c_\omega \) and to at most \( s \) type IV voters that do not change their votes. Therefore, \( v \) will not have an incentive to change her vote. Thus every \( v \in \mathcal{S} \) is a supporter.

It remains to show that \( c_\omega \) will win the election. Clearly, the same argument as in the proof of Theorem 3 can be used, while subtracting the total number of balancers and type V voters from the number of affected voters. □

### 6. HEURISTIC AND EXPERIMENTAL EVALUATION

In the previous section we provided an algorithm that guarantees a solution will be found for the Influence problem, under some conditions. Using the proposed algorithm, a central election organizer that has access to the preferences of all the voters can easily (in polynomial time) adapt the network to its advantage. However, such an organizer will still be restricted by the number of edges that it is able to add to the social network. The organizer will also want to avoid a situation in which the voters believe there is a “hostile” intervention, and it will thus prefer to minimize the number of voters who will be involved in the adaption of the network. Our algorithm does not take these considerations into account. In this section we present a greedy heuristic for the known poll setting, which is based on our algorithm, that aims to make a desirable candidate \( \omega \) the winner while minimizing the number of edges that are added to the network, and the number of voters who are involved in the adaption of the network. We use \( c_{win} \) to denote the candidate that wins in the first round of the election (when the voters vote according to their true preferences).

#### 6.1 The Heuristic

Similar to Algorithm 2, our heuristic uses some voters as supporters, and causes some of them to change their vote to \( \omega \). However, the heuristic does not allocate in advance a full set of supporters \( S^d(\ell, i, j) \) for every \( \ell, i, j \in C \), and it does not try to affect all of the other voters. Instead, it allocates only the supporters that are needed, and affects only the minimal number of voters that is required. Thus, the heuristic will prefer to make a voter change her vote to \( \omega \) if she is voting for \( c_{win} \), since it reduces the gap between the scores of \( c_{win} \) and \( \omega \) by two. It will also prefer to use the same set of supporters.
Algorithm 3 Influence (unknown poll)

1: for all $c_i, c_j, c_k \in C$ do
2: $h \leftarrow f(i, j, k)$
3: $S^{[i]}[h] \leftarrow$ a set of $k$ voters with a degree of at most $d$, who vote for $c_i$ in round $1$
4: $S^{[j]}[h] \leftarrow$ a set of $k$ voters with a degree of at most $d$, who vote for $c_j$ in round $1$
5: create a clique between the voters in $S^{[i]}[h]$ and $S^{[j]}[h]$
6: for all $s \in S^{[i]}[h]$ do
7: for all $c_i, c_j, c_k \in C$ do
8: $B^{[i]}(s)[c_i] \leftarrow$ a set of $2$s voters with a degree of at most $d$, who dislike $c_j$
9: $D^{[i]}(s)[c_i] \leftarrow$ a set of $h(s + 1)$ voters with a degree of at most $d$, who dislike $c_j$
10: create a clique between the voters in $S^{[i]}[h]$
11: for all $s \in S^{[i]}[h]$ do
12: mark all the chains as “free”

13: mark the chain $S^{[i]}[h]$
14: for all $s \in S^{[i]}[h]$ do
15: create a clique between the voters in $S^{[i]}[h]$
16: ensure that the sets $S^{[i]}[h], S^{[j]}[h], B^{[i]}(s)[c_i], D^{[i]}(s)[c_i]$, and $S^{[j]}[h]$ are pairwise disjoint
17: define $S = \{s\}$ all the voters in the sets $S^{[i]}[h], S^{[j]}[h]$ and $S^{[i]}[h]$
18: define $B = \{b\}$ all the voters in the sets $B^{[i]}(s)[c_i]$
19: define $D = \{d\}$ all the voters in the sets $D^{[i]}(s)[c_i]$
20: for all $c_i \in C$, initialize $S^{[i]}[c_i] \leftarrow S^{[i]}[c_i]$
21: for all $c_i \in C$, initialize $S^{[c_i]}[s] \leftarrow S^{[c_i]}[s]$
22: for all $v \in V \setminus (S \cup B \cup D)$, where $d_v \leq d$ do
23: define $c_v = \text{the candidate that } v \text{ votes for in round 1}$
24: if $c_v = c_i$ then
25: connect $v$ to $z_b$ voters from $S^{[c_i]}[s]$ {type I voters}
26: else if $v \in N_k, a \in B \cup D$ then
27: connect $v$ to $z_b$ voters from $S^{[c_i]}[s]$ {type V voters}
28: $S^{[c_i]}[s] \leftarrow S^{[c_i]}[s] - 1$
29: if $v$ does not dislike $c_i$ then
30: define $c_v = \text{the candidate that } v \text{ dislikes}$
31: $h \leftarrow f(a, c_v)$
32: $s \leftarrow$ an index of a “free” chain $C^{[i]}(c_v, s)$
33: make $v$ vote for $c_a$, by connecting her to the chain $C^{[i]}(c_v, s)$
34: and to supporters from $S^{[i]}[h]$ and $S^{[j]}[h]$, according to Lemma 4 {type II voters}
35: if there are $\sqrt{n}$ voters that are connected to $C^{[i]}(c_v, s)$ then
36: mark the chain $C^{[i]}(c_v, s)$ as “not-free”
37: else
38: define $c_v = \text{argmin}_{c_i \in C \setminus \{c_v\}} C^{[c]}(c_v, s)$
39: $h \leftarrow f(c_v, a, c)$
40: $s \leftarrow$ an index of a “free” chain $C^{[c]}(c_v, a)$
41: make $v$ vote for $c_a$, by connecting her to the chain $C^{[c]}(c_v, a)$
42: and to supporters from $S^{[i]}[h]$ and $S^{[j]}[h]$, according to Lemma 4 {type III voters}
43: if there are $\sqrt{n}$ voters that are connected to $C^{[c]}(c_v, a)$ then
44: mark the chain $C^{[c]}(c_v, s)$ as “not-free”
45: $s^{[c]} \leftarrow s^{[c]} + 1$
46: for all $v \in V$, where $d_v \geq d$ do
47: define $c_v = \text{the candidate that } v \text{ votes for in round 1}$
48: make $v$ a supporter, using $S^{[i]}[c_v]$ for all $\ell \in C$ and Corollary 5 {type IV voters}

to affect as many voters as possible. The heuristic is composed of four steps:

1. Initial stabilization: The heuristic first checks whether the iterative process converges to $\omega$ without adding edges at all (we wait $10$ rounds to decide). If so, we are done. Otherwise, the heuristic connects each voter, who would like to change her vote in round 2, to a supporter who makes the voter keep her current vote.

2. Preparation of potential affected voters: Let $A_i^2$ be a bag of bounded degree voters, such that $v \in A_i^2$ if $v$ vote for $i$ in the first round and $\omega \succ v$. Note that a voter can belong to more than one bag. Now, the heuristic prefers to affect the voters from the bags that can reduce the score of $c_{\text{win}}$, and it also prefers to affect the voters from the bags that are as large as possible. It thus sorts the bags accordingly and then selects the bags, one after the other, till the number of voters in the selected bags is greater than or equals the gap between the scores of $c_{\text{win}}$ and $\omega$.

3. Selection of supporters and affected voters: Assume $A_i^1$ is the first selected bag. The heuristic selects a voter $v$ from the bag and connects her to supporters of $i$ and $\omega$ who will make $v$ believe that $i$ will win unless $v$ will change her vote to $\omega$ (similar to Lemma 1). However, the heuristic connects $v$ only to the required number of supporters that is needed, which is usually much lower than our upper bound of $\max_{\Delta} n_d + 1$. Then, the heuristic checks whether $\omega$ will win the election in round 2 and we can proceed to the next step. If not, the heuristic selects the next voter from the current bag, or if the bag is empty from the next selected bag, and makes her vote for $\omega$, and so on. This step ends when $\omega$ wins the election in round 2.

4. Stabilization: The heuristic uses Lemma 2 to ensure that all the neighbors of each of the affected voters will not have an incentive to change their vote in round 3.

6.2 Experimental Design

For the empirical evaluation of our heuristic, we used the previously developed social network dataset “Facebook MHRW” [7]. This dataset contains structural information sampled from Facebook, including over 900,000 nodes and the links between them. We sampled our networks using BFS on the dataset, starting from 10 different random nodes as the initial roots, to avoid randomization errors and biases. We ran 100 iterations for each network configuration, and thus every point in our graphs is the average of 1000 runs. We used the following parameters:

- Number of voters ($n$): we sampled networks of sizes $n = 25,000, 50,000, 75,000$ and 100,000.
- Number of candidates ($m$): we used $m = 3, \ldots, 10$.
- The desired candidate ($\omega$): we set $\omega$ to be the candidate that reached the 2nd, 3rd, 4th or 5th places according to the true preferences of the voters.
- Preference distribution: we generated the preferences according to 5 distributions that have been examined in the literature [14], with focus on distributions that are claimed to resemble preferences of human societies. Namely, the distributions were a uniform distribution, a uniform single-peaked distribution, and Polyh-Egenberger urn model (with 2-urns and with 3-urns). We also used a dataset of real preference profiles that is available from PrefLib (http://preflib.org). The dataset contains the results of a series of surveys conducted by T.Kamishina asking 5000 individuals their preference about various kinds of sushi.
- Poll size ($s$): we sampled 500 voters each run to generate the
scores in the poll, which provides a 95% confidence interval for the real scores, given the size of the tested networks.
• Maximum degree (d): we used a fixed value of 10, which ensured that less than 5% of the voters had a larger degree.

6.3 Experimental Results

In our first experiment we wanted to check the effect of the number of candidates and the size of the network on the number of added edges. We chose the uniform distribution, which can be easily adapted to different values of m, and we fixed ω to be the candidate in the second place, since presumably the organizer would not try to promote a very unpopular candidate (in the next set of experiments we tested other values of ω). The results are depicted in Figure 2a. As expected, the number of edges increases when we increase the number of voters since the votes of more voters need to change. In addition, when we increase the number of candidates the number of added edges increases, since there are more occurrences of unstable situations, that are solved by adding edges (in step 1 of the heuristic). Still, the number of added edges is not too large compared to the network size. For example, with 5 candidates and a network of 100,000 voters that consist of 366,938 edges we have to add only 3912 edges, which is an increase of 1%. We then fixed the number of candidates to 5, and compared between the uniform and the real distributions. As Figure 2b shows, both distributions had a similar pattern, where the real distribution resulted in adding more edges, but still a reasonable amount: in the network of 100,000 nodes and 366,938 edges we have to add 10,973 edges, which is an increase of 3%.

Figure 2: The number of edges that are added

In the next experiment we wanted to compare the different distributions, and test the behavior of the heuristic when we change ω to be the candidate in the 2nd, 3rd, 4th or even 5th place, while fixing the number of voters (to 50,000) and the number candidates (to 5). The results are depicted in Figure 3a, on a logarithmic scale. As expected, the number of added edges depends on the type of distribution, and when we try to make a a lower placed candidate the winner more edges need to be added. We further explored the number of voters that are given new edges from the heuristic and their types. We divided the affected voters into four types. A “tie” voter is a voter that is connected to one supporter in order to stabilize the network in step 1 of the heuristic. A “current winner” voter is a voter that can reduce the score of cω, and is connected to supporters and an “other candidates” voter is a voter that currently does not vote for cω, and is connected to supporters whenever it is needed (in step 3 of the heuristic). Finally, a “friends” voter is a voter that is stabilized in step 4 of the heuristic, using Lemma 2. There are several interesting phenomena that are apparent when comparing Figure 3a and Figure 3b. A comparison of the second place setting in the uniform and real distributions, reveals that in the uniform distribution the number of added edges is lower, while in the real distribution the number of affected voters is higher. The reason for this phenomenon is that the number of voters that need to be stabilized in step 1 of the heuristic is obviously much higher with the uniform distribution, but stabilizing them requires the addition of only one edge. On the other hand, the number of edges that is needed for Lemma 1 with the real distribution is much higher since the gap between the first and second places is bigger. It is also noteworthy that the heuristic surprisingly requires a larger number of affected voters when ω is the second place candidate than when it is the third place candidate, with the single-peaked distribution. This can be explained by observing the types of the voters. When ω is the second place candidate there is an insufficient number of “current winner” voters, and thus a larger number of “other candidates” voters are needed to close the gap between the scores of cω and ω.

7. CONCLUSIONS AND FUTURE WORK

We investigated the extent to which social networks affect election outcomes. We used the framework of iterative Plurality voting with an initial poll, and showed that even a small change in the network can lead to a dramatic change in the identity of the winning candidate. We provided a polynomial time algorithm that is able to find the set of edges to add to the network to make a desirable candidate the winner, even if the opinion poll is adversarial and not known in advance. This can be utilized by a central organizer, and we further provided a heuristic that affects the election by adding a minimal number of edges. Using extensive simulations, we demonstrated the effectiveness of the heuristic. In the future, we would like to extend our analysis to other voting rules, and to experimentally examine larger networks with more datasets of real preferences. We would also like to investigate the setting of truth-biased voters, which are voters that revert to their true preferences if they cannot affect the election outcome. Though we have preliminary results for the known poll setting, the unknown poll is much more challenging.
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